**Section 1. C++ fundamentals**

*Section materials curated by Neel Kishnani, drawing upon materials from previous quarters.*

Each week, you’ll meet for about an hour in a small discussion section. Your section leader will help review the material, explore some topics in more depth, and generally answer questions as appropriate. These section problems are designed to give you some extra practice with the course material. You’re not expected to complete these problems before attending section and we won’t be grading them for credit. Instead, think of them as a resource you can use to practice with the material as you see fit. You’re not expected to cover all these problems in section, so feel free to look over the solutions to the problems you didn’t complete.

📦 [Starter code](https://web.stanford.edu/class/cs106b/section/section1/section1_starter.zip)

**1) Returning and Printing**

*Topics: Function call and return, return types*

Below is a series of four **printLyrics\_v#** functions, each of which has a blank where the return type should be. For each function, determine

* what the return type of the function should be,
* what value, if any, is returned, and
* what output, if any, will be produced if that function is called.

Is it appropriate for each of these functions to be named **printLyrics**? Why or why not?

\_\_\_\_\_ printLyrics\_v1() {

cout << "Havana ooh na na" << endl;

}

\_\_\_\_\_ printLyrics\_v2() {

**return** "Havana ooh na na";

}

\_\_\_\_\_ printLyrics\_v3() {

**return** "H";

}

\_\_\_\_\_ printLyrics\_v4() {

**return** 'H';

}

[Solution](https://web.stanford.edu/class/cs106b/section/section1/#solution-collapse-1)

**2) Recursion Tracing**

*Topics: Recursion, strings, recursion tracing*

In lecture, we wrote the following recursive function to reverse a string:

string reverseOf(string s) {

**if** (s == "") {

**return** "";

} **else** {

**return** reverseOf(s.substr(1)) + s[0];

}

}

Trace through the execution of **reverseOf("stop")** along the lines of what we did in Wednesday’s lecture, showing stack frames for each call that’s made and how the final value gets computed.

[Solution](https://web.stanford.edu/class/cs106b/section/section1/#solution-collapse-2)

**3) Testing and Debugging**

*Topics: Testing, loops, types, function call and return*

Consider the following piece of code:

*/\* Watch out! This code contains many bugs! \*/*

bool hasDoubledCharacter(string text) {

**for** (int i = 0; i < text.size(); i++) {

string current = text[i];

string previous = text[i - 1];

**return** current == previous;

}

}

This code attempts to check whether a string contains at least two consecutive copies of the same character. Unfortunately, it has some errors in it.

* Identify and fix all the errors in this code.

We can write test cases to check our work and ensure that the code indeed works as expected. Imagine you’re given the following provided test:

PROVIDED\_TEST("Detects doubled characters") {

EXPECT(hasDoubledCharacter("aa"));

EXPECT(hasDoubledCharacter("bb"));

}

This test checks some cases, but leaves others unchecked. As a result, even if these tests pass, it might still be the case that the function is incorrect.

* Identify three types of strings not tested by the above test case. For each of those types of strings, write a **STUDENT\_TEST** that covers that type of string.

[Solution](https://web.stanford.edu/class/cs106b/section/section1/#solution-collapse-3)

**4) Human Pyramids**

*Topics: Recursion*

A ***human pyramid*** is a triangular stack of a bunch of people where each person (except the person at the top) supports their weight on the two people below them. A sample human pyramid is shown below.

![A picture of a human pyramid, with one person at the top, two people in the middle, and three people at the bottom level.](data:image/png;base64,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)

Your task is to write a function

int peopleInPyramidOfHeight(int n);

that takes as input the height of the human pyramid (the number of layers; the pyramid to the right has height three) and returns the number of people in that pyramid. Your function should be completely recursive and should not involve any loops of any sort. As a hint, think about what happens if you take the bottom layer off of a human pyramid.

Once you’ve written your solution, trace through the execution of **peopleInPyramidOfHeight(3)** similarly to how we traced through **factorial(5)** in class, showing each function call and how values get returned.

As a note, there’s a closed-form solution to this problem (you can directly compute how many people are in the pyramid just from the height through a simple formula). It’s described in the solutions.

[Solution](https://web.stanford.edu/class/cs106b/section/section1/#solution-collapse-4)

**5) Random Shuffling**

How might the computer shuffle a deck of cards? This problem is a bit more complex than it might seem, and while it's easy to come up with algorithms that randomize the order of the cards, only a few algorithms will do so in a way that ends up generating a uniformly-random reordering of the cards.

One simple algorithm for shuffling a deck of cards is based on the following idea:

* Choose a random card from the deck and remove it.
* Shuffle the rest of the deck.
* Place the randomly-chosen card on top of the deck. Assuming that we choose the card that we put on top uniformly at random from the deck, this ends up producing a random shuffle of the deck.

Write a function

string randomShuffle(string input)

that accepts as input a string, then returns a random permutation of the elements of the string using the above algorithm. Your algorithm should be recursive and not use any loops (**for**, **while**, etc.).

The header file **"random.h"** includes a function

int randomInteger(int low, int high);

that takes as input a pair of integers low and high, then returns an integer greater than or equal to low and less than or equal to high. Feel free to use that here.

Interesting note: This shuffling algorithm is a variant of the Fisher-Yates Shuffle. For more information on why it works correctly, take CS109!

[Solution](https://web.stanford.edu/class/cs106b/section/section1/#solution-collapse-5)

**6) Computing Statistics**

*Topics: Structures, file reading, loops*

Imagine you have a file containing a list of real numbers, one per line (perhaps they’re exam scores, or blood pressure numbers, etc.) Your task is to write a function

Statistics documentStatisticsFor(istream& input);

that takes as input a reference to an input stream pointed at the contents of a file, then returns a **Statistics** object (described below) containing statistics about that document. You can assume that the file is properly formatted and contains at least one number.

The **Statistics** type used here is a struct that’s defined as follows:

**struct** **Statistics** {

double min; *// Smallest value in the file*

double max; *// Largest value in the file*

double average; *// Average value in the file*

}

As a reminder, you can read a single value from a file by writing

double val;

input >> val;

and read all the values left in a file by writing

**for** (double val; input >> val;) {

*// Do something with val*

}

[Solution](https://web.stanford.edu/class/cs106b/section/section1/#solution-collapse-6)

**7) Haiku Detection**

*Topics:****TokenScanner****, procedural decomposition*

A ***haiku*** is a three-line poem where the first line has five syllables, the second has seven syllables, and the final line has five syllables. For example, this poem is a haiku:

An observation:

Haikus are concise, but they

Don't always say much.

This poem is not a haiku, because the last line has six syllables.

One two three four five

Six seven eight nine ten, then

eleven, twelve, thirteen!

Your job is to write a program that reads three lines of text from the user, then checks whether those lines form a haiku. You can assume that you have access to a function

int syllablesIn(string word);

which returns the total number of syllables in a word. You can assume that the input text consists solely of words, spaces, and punctuation marks (e.g. commas and exclamation points). You may want to use the **TokenScanner** type here. You can use **TokenScanner** to break a string apart into individual units as follows:

#include "tokenscanner.h" // At the top of your program

TokenScanner scanner(str);

scanner.ignoreWhitespace();

**while**(scanner.hasMoreTokens()) {

string token = scanner.nextToken();

*// Do something with token*

}

**Note: we are not providing a starter file for this one; we encourage you to think about how you want to decompose it and discuss with your section leader and section-mates!**